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Abstract- Simulations are today very common and are 
used frequently for education, testing, research, 
development, gaming etc. No matter in what area it is 
used, it is used for the same purpose, to imitate a realistic 
event. With a simulation, certain factors are manipulated 
depending on what event is being simulated, like for 
example at a school for pilots, they use a simulator to 
imitate the flight. However, this report is not about flight 
simulators, but about how to proceed to develop a game, 
which simulates a certain software development project. 
By developing a simulation model, based on a specific 
software development model, that model could be 
implemented in a project game, this to give the player the 
possibility to control and steer certain events in the 
project and to vary the result of the game. Why can 
simulation enhance traditional software engineering? An 
important factor is that it provides insights into complex 
process behavior. Like many processes, software 
processes can contain multiple feedback loops, such as 
associated with correction of defects in design or code. 
Delays resulting from these effects may range from 
minutes to years. The complexity resulting from these 
effects and their interactions makes it almost impossible 
for human (mental) analysis to predict the consequences. 
Unfortunately, traditional process analysis does not shed 
much light on these behavioral issues, and the usual way 
to resolve them is to run the actual process and observe 
the consequences. This can be a very costly way to 
perform process improvement. 
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I. INTRODUCTION  
While the software industry has had remarkable 

success in developing software that is of an increasing 
scale and complexity, it has also experienced a steady and 
significant stream of failures. Most of us are familiar with 
public disasters such as failed Mars landings, rockets 
carrying satellites needing to be destroyed shortly after 
takeoff. 

We believe the root cause of this problem lies in 
education: current software engineering courses typically 
pay little to no attention to students being able to practice 

issues surrounding the software engineering process. The 
typical software engineering course consists of a series of 
lectures in which theories and concepts are 
communicated, and, in an attempt to put this knowledge 
into practice, a small software engineering project that the 
students must develop. 

 
II. SELECTION OF SIMULATION MODEL 

Simulations are made up events that are supposed to 
act realistic, and when they do, they are a simulation of a 
realistic event. Simulations are very common today in 
different working areas. Like the pilots for instance, they 
do not have to get into a plane right away and learn how 
to fly, first they simulate a flight on a flight simulator to 
practice what they have learned during their studies. Then 
when the “teacher” thinks that the students are ready, 
they can practice with a real plane. That is why 
simulators are developed in the first place, to teach 
people how to do things, before they actually do it in real 
life. 

There are different kinds of simulators, continuous- 
and discrete simulation models. The continuous model 
can, strictly speaking, only be applied on an analog 
computer since the philosophy of the continuous model is 
that there is a continuous time flow and the simulation is 
constantly progressed [1]. But since there are no such 
thing as an analog computer, the closest, someone can get 
to a continuous model, is by making the time steps in a 
discrete model small enough so it will be visualized as a 
continuous time flow. Figure 1 shows the progress in a 
continuous simulation model. 

The discrete simulator model uses time steps, and can 
simply be exemplified as a calendar. Days are passing, 
and during every day, a certain amount of work is 
accomplished, but the result is only shown after every 
ended day. This means that during the simulation for one 
day, nothing is shown. The characteristics of the discrete 
model, is that it involves time steps and finite number of 
events, and between those events, nothing happens [2]. 
Figure 2 shows the progress in a discrete simulation 
model, and because of the time steps, the curve gets the 
look of a stairway. 
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Figure 1. Continuous simulation model 
 

 
 

Figure 2. Discrete simulation model 
 

To compare the continuous simulator in the example 
with the calendar, it would show the work progress 
during the simulation of every day that gives a straight 
line as Figure 1. The continuous model could be applied 
like a discrete model. If the time steps are small enough, 
the user will not be able to determine the difference 
between a continuous- and a discrete simulation model. 

Simulating different processes in software 
development is possible if the processes are fully 
understood by the developer. The article [3], which 
focuses on the requirement phase, is an example of how it 
can be done with a discrete simulation model in Figure 3. 

This is a part of the model that was developed, and 
describes the elicitation and documentation of 
requirements. In this part of the model, there is a time 
step after every elicited requirement, which is shown in 
Figure 3 as a loop. The time steps are very small in this 
model and therefore called a continuous simulation 
model. This model span over a specific time range, and 
until the time limit is reached, the loop is simulating the 
elicitation of requirements. When the time limit is 
reached, the simulator has produced an amount of 
requirements which can be further used in a software 
development project, for example to make a design based 
on the elicited requirements. 
 

 
 

Figure 3. The requirements elicitation part of the simulation model [4] 
 

This continuous simulation model if developed for 
every phase in a software development project using the 
waterfall model, could simply be described as one full 
glass of water and four empty glasses. The full glass of 
water corresponds to the estimated elicited requirements, 
and the empty glasses correspond to every phase; 
requirements elicitation, design, implementation and test. 
When pouring the water from the first glass, the 
requirements elicitation, to the next, which corresponds to 
the design, there is a little less amount of water in the 
second glass than the first glass, since there are usually 
some drops left in the first one. This means that there can 
at most be the same amount of water in the second glass 
as there was in the first one, but as mentioned before 
usually a little less. When pouring from the second glass 
to the third, which corresponds to the implementation, 
there cannot be more water than in the previous glass. 
This signifies that if the water from the first glass is not 
poured correct and maybe spilt, the spilling could be 

compared with a real software development project as 
e.g. neglecting a review, and this will have consequences 
for the further pouring. This leads to that the fifth and last 
glass will usually have a certain amount less water 
compared to the first one. The spilling, during the 
pouring, can be compared to different factors, which can 
be affecting the result of the project. Take for example if 
a project member becomes sick, and if the player does not 
hire a substitute, this could be exemplified as a spill 
during the pouring. 

 
III. COMBINATION OF WATERFALL MODEL 

AND SIMULATION MODEL 
In this waterfall model, there are 4 phases to go 

through; requirement elicitation, design, implementation 
and test. Every phase is documented and reviewed, and a 
new phase cannot be begun unless the previous phase 
documentation is in baseline. When a document is put in 
baseline, it means that it has been inspected and approved 
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by the project leaders and project members, and the 
project is ready to take a further step to the next phase. 
The documentation in every phase is presented below in 
Figure 4, and it is important to take in concern that this 
development model was designed for a specific course, 
and is not a standard development model. 

Every phase produces different documents, which are 
reviewed before they are put in baseline. In formal 
reviews, all project members are present and members 
from the different subgroups inspect the other subgroups 
document to detect errors. The informal review is similar 
to the formal, except that the customer is present during 
the informal review. The different documents in this 
waterfall model are as follows [5]: 
SDP: Software Development Plan 
SRS: Software Requirements Specification 
SVVS: Software Verification and Validation 
Specification 
STLDD: Software Top Level Design Document 
SVVI: Software Verification and Validation Instruction 
SDDD: Software Detailed Design Document 
SVVR: Software Verification and Validation Report 
SSD: Software specification Document 
PFR: Project Final Report. 
 

 
Figure 4. Phases of the waterfall model 

 

 
 

Figure 5. A basic model of the composition of the software development 
game 

 
A. Phase 1 

 In phase 1, requirements elicitation phase, the project 
leaders produce a software development plan, which will 
be followed during the whole project. Then every 
subgroup evoke requirements for their specific feature, 
and reviews them formally within the subgroup, and 
documents it in the software requirements specification. 
System testers do the same thing, they make use-cases 
from the evoked requirements and documents it in the 
software verification and validation specification. When 
all documents are finished, they go through a formal 

review before they are put in baseline. The formal review 
includes all project members and all members review the 
other member’s work, like one subgroup reviews the 
other subgroups work and so on. 
 
B. Phase 2 

In this phase, the design and test phase, the software 
engineers document all methods, variables and signals, 
which will be used and implemented, in the software top 
level design document. The system testers make test 
instructions to cover every requirement, and document it 
in the software verification and validation instruction 
document. They also produce monitor files, for module- 
and integration testing, and checks that all requirements 
are covered. When those documents are finished, they go 
through a formal review, including all project members, 
before put in baseline. 
 
C. Phase 3 

The third phase is where the implementation is done 
and the system goes through the final test. The software 
engineers produce the software detailed design document, 
which describes the methods in a lower level, code level. 
The system testers make a final test of the system, called 
system test. When the document is done and formally 
reviewed, all documents from all phases go through an 
informal review. The informal review is like the formal 
review, only that the customer of the system is present 
and reviews the work of the project. 
 
D. Phase 4 

In the final phase all documentation is completed and 
the system has passed all tests. All test documents, and 
results from the tests, are put into a software verification 
and validation report, and all design documents are put 
into a software specification document. The last 
document that is produced is the project final report, 
which includes all documents in one, and is written in a 
language so that software engineers can understand it. 
Finally, the project report is reviewed by the project team 
and ready to be handed over to the customer.  

A combination of all these parts into one unit is 
possible if there are clear directives about which models 
to use. It has been decided, that this prototype will 
include three factors, which can affect the result of the 
game. The most important factor is reviews, and the other 
two are project members getting sick and project budget. 
A combination of these three factors can give a little 
reality to the game and give the player the possibility to 
steer the project. These factors have been implemented 
into the simulation model, which have been developed for 
this work. A discrete simulation model was developed 
with small time steps, this so it will act as a continuous 
simulator, based on the waterfall models criterion, and 
could be built up as a game. Figure 6 shows the 
composition of the different parts. 

As in this case, in the project part, the waterfall model 
has been used, and in the simulation part, the continuous 
simulation model has been adapted. It is called 
continuous, since the time steps of the discrete model are 
small enough to act as a continuous simulator. 
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Figure 6. The simulation model, developed for this work 
 

IV. REQUIREMENTS SPECIFICATION 
This will be a one-player game, where the player 

takes the role as a project leader, PL, for a software 
development project using a waterfall development 
model [6]. The PL’s task is to lead a software 
development project and make necessary decisions to 
finish the project as well as possible. The PL gets an 
amount of money depending on the size of the project, 
and has to dispose them right, so he can proceed with the 
project and get an approved result. There are 4 phases of 
the game which the PL have to complete, and a phase 
cannot be initiated unless the previous phase has been 
completed and the phase document put in baseline. Every 
phase of the game gives a result in percent compared to 
the estimated percentage. For example in the 
requirements phase, the estimated evoked requirements is 
always 100%, and the result will be close to it, depending 
on how many reviews are made and if no one gets sick. 
Below are the different outcomes of the game: 
- Project Failed (If quality percentage is below 95%) 
- Project Failed (If budget is exceeded) 
- Project success (If quality percentage is higher than 
95% and budget not exceeded) 

Player objectives are as follows: 
- Project leader: A person who plays the game. 
- Project leader objective 1: Initiate the project by 
choosing how many functions, 1-5, will be implemented 
and choose reviews, for every specific phase. 
- Project leader objective 2: Choose extra reviews during 
game. 
- Project leader objective 3: If a project member is sick, 
choose to hire a substitute. 

Some guidelines were created to follow a structured 
plan with intermediate goals. The development model, 
used for this work, was an incremental prototyping 
model, which means that everything has been developed 

from an undefined requirements specification, more like a 
work description, and additions have been frequently 
made during the project. 

The prototype includes a simulation model, Figure 6, 
which simulates all four phases in the waterfall 
development model; requirements specification, design, 
implementation and test. The same model is used for 
every phase, and shows the result of developed quantity 
vs. estimated developed quantity in percent. In the game, 
the quantity percentage results will become the quality 
percentage of the developed product at the end of the 
game. 

Figure 6 shows the developed simulation model for 
this thesis and it is divided into 6 sections. Every section 
includes one or two tanks, with one start section and one 
end section. In the start section there is an amount of 
unspecified requirements in that tank, and it is always 
100%. In the next section, which simulates the 
requirements elicitation, there are two tanks, one for the 
correct specified requirements and one for the wrong 
specified requirements, and the estimated elicited 
requirements is always 100%, customer demands. Section 
number three is the design phase and contains of two 
tanks as well, correct design and wrong design, and the 
estimated design depends on the outcome of the 
requirements phase. Next section, number four, is the 
implementation phase, which also contains two tanks, 
correct implementation and wrong implementation, and 
here the estimated implementation is also depending on 
the result of the previous phase, the design phase. Section 
number five is the test phase, containing two tanks as 
well, correct test and wrong test, and the estimated test is 
here depending on the result of the implementation phase. 
The last section is the final product and determines the 
quality of the product, depending on the result in the test 
phase. As described here, all future results, depend on the 
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results in previous phases. In Figure 6 we can see that 
there is a broken line after each phase that signifies 
review, and if chosen, then the broken arrows are used, 
this means that if there are no reviews selected, then no 
broken arrows are used either. 

When running the simulator, most of the percentage 
from the start tank is moved to the correct specified 
requirements tank, and a little percentage is moved to the 
wrong specified requirements tank. The black arrows 
show the procedure of the normal movement of 
percentage between the tanks. During phase one, the 
player can affect the outcome of the requirements phase 
by adding a review. If the player chooses to add a review, 
a little percentage will be moved from the wrong 
specified requirements tank to the correct specified 
requirements tank, which is indicated by the broken 
arrow. This means that the percentage in the correct 
specified requirements tank increase and the percentage 
in the wrong specified requirements tank decrease with 
the same amount. After the first phase is accomplished, 
there is a certain amount of percentage in the correct 
specified requirements tank, and that amount constitutes 
the maximum percentage for the design phase. This 
means that if the percentage in the correct specified 
requirements tank is 98 %, the correct design, cannot be 
higher than that. The simulation proceeds like the 
previous phase, most of the percentage is moved from the 
correct specified requirements tank to the correct design, 
and a little percentage is moved to the wrong design, 
which is indicated by the black arrows. If the player, 
choose to add a review, a little percentage is moved from 
the wrong design tank to the correct design and to the 
correct specified requirements tank, broken arrow. The 
percentage, which is moved to the correct specified 
requirements tank, is automatically moved to the correct 
design tank. The following phases use the same principle, 
which means that the correct percentage is decreasing 
through the whole project, but can be adjusted at bit with 
reviews. After the last phase, the test phase, is finished, 
there is an amount of percentage in the correct test tank. 
This percentage constitutes the quality of the final 
product. This means that the correction of the tests is 
included in the review option in the test phase. If the 
player chooses review in the test phase, it automatically 
corrects the test cases. One thing in the test section which 
differs from the other sections is that there is no arrow 
from correct implementation to wrong test, this because 
when something is correct implemented, it cannot be 
wrong in test. 

Since this is a prototype, there are only three factors 
chosen which can affect the outcome of the game, if all 
factors would be implemented, the game would not be 
finished within the time limit of the thesis. The factors 
included are; budget, the choice to make reviews and the 
choice to hire a substitute if a project member is sick. The 
review- and sick member factors affect the budget, which 
is different for every level of the game, and depending on 
the project leaders decisions, the outcome of the game 
differs. Levels are different degrees of difficulty in game. 

V. DESIGN 
First a paper design prototype was developed for the 

GUI, to show different positions of the functions in the 
application. This was made to get new ideas about the 
interface and its appearance, to make it as simple and 
understandable as possible. Figure 7 shows the initial 
window of the first paper design prototype. 

The choice of factors that can affect the project result, 
had to be done before the design, so there would be a 
structure to follow during the design. As mentioned 
before, the three factors were:  
• Budget  
• The choice to make reviews 
• The choice to hire a substitute if a project member 

gets sick. 
With the first design sketch as basis, the design of the 

GUI was experimented with through implementation and 
consulted spontaneously with a couple of students to get 
a satisfying appearance 

 
VI. CONCLUSIONS 

Simulation is the best way to bring practical training 
to classical theoretical education. As that was selected 
one way to realize this theory. This model isn’t so 
comprehensive and complete for this purpose so this 
work will be going. Numerical proposes were simple. For 
this we can imagine other ways for numerical results. 

Due to the fact that computer games are very popular 
these days, the thought of making a simulator game for 
educational purposes is close at hand. The game is a 
simulator game, based on software development and was 
experimented in a prototype with a few features. The 
used development model for this prototype is a waterfall 
model.  

The used simulation model, is a discrete model, 
implemented with very small time steps, so it appears as a 
continuous simulation model, see Figure 6. Since this 
game was not developed for entertainment, the focus has 
been directed to the simulator to get a fairly realistic 
game. To make it fairly realistic, certain factors had to be 
added to affect the result of the game. In software 
development projects, there are many factors that can 
affect the project, and for this experimental prototype, 
three were chosen; 
1. reviews 
2. budget  
3. The choice to hire a substitute if a project member gets 
sick. 

With those factors, a playable prototype was 
developed and evaluated for further development. With 
certain modifications and changes, the prototype could be 
improved and be a possible tool for illustrative education 
and explanatory purposes. The target group would in that 
case be students and future software engineers with some 
experience in software development. As the prototype is 
today, it cannot be used for any of these purposes, it has 
to be modified and improved at certain points. 
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Figure 7. Sketched prototype for simulator’s first page GUI 
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